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Context 

 

In the next years every desktop machine will have more than one processing element. 

To leverage the power of these multi-core systems, software must be updated to include 

several parallel activities to take advantage of more than one processing element. This is 

a radical change when compared with previous processor generations and will have a 

radical impact on the way that software is designed and developed. 

In this context, the programming paradigm with the highest probability of success 

would resemble to traditional sequential programming and should maximise the reuse of 

existing sequential codes. Unfortunately, current mainstream parallel programming 

languages require extensive and intrusive source code changes to enable these codes to 

take advantage of parallel computing resources. In large scale applications this can limit 

application modularity and consequently the ability to evolve application code in an 

independent manner. Moreover, many decades of research on parallelising compilers 

did not introduce a compelling alternative to a programmer based parallelisation. 

This proposal aims to explore a new paradigm to develop parallel applications by 

transforming “sequential like” codes into parallel ones through a set of programmer 

specified high level transformations.  

 

 

Objectives 

 

This thesis aim to develop high-level code transformations that enable ”sequential like” 

applications to take advantage of multi-core systems. In particular it will explore 

aspect-oriented techniques (and/or product lines) as a mean to perform this kind of code 

transformations. 

This research will address the migration of software to multi-core systems by 

attempting to support a traditional “sequential like” style of programming and to 

minimise the changes performed to the source code to take advantage of parallel 

processing capabilities. Moreover, it is expected an increased modularity of 

parallelisation issues, enabling independent development of domain-specific and 

parallel code. That these are key features to promote a broader usage of parallel 

processing and easier reuse of legacy sequential code. 

Specifically this thesis will help to find answers to the following questions: 

What kind of transformations should be supported? 

How to specify these transformations? 

How to express common parallel patterns in this approach? 

What are the main limitations of the approach? 
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